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Number Systems and Data Formats
• Computers and digital systems understand logic 1 and 0 and process the information that consists of
them.

• For some devices (Figure 1), Logic 1 corresponds to 5 volts, while logic 0 corresponds to about 0 volt.
On the other hand, for another device(Figure 2), Logic 1 can be 3.3V or even may be less while Logic 0 is
0V. There are also different devices to represent Logic 1 with lower voltages to save power (Figure 3)

• By combining these two symbols in any consecutive combination or in different combinations; data,
commands and different symbols are produced in a format that digital systems can understand.

Figure 1. PIC16877A Figure 2. MSP430F5529 Figure 3. Intel Core i7
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Bits, Bytes, and Words
• Nibble: 4-bit width

• Byte: 8-bit width

• Word: 16-bit width

• Double Word: 32-bit width

• Quad: 64-bit width

These lengths are associated to usual hardware. In the MSP430, for example, registers 
are 16 bits wide. Notice the specific use of the term “word” for 16 bits. Individual bits 
in a word are named after their position, starting from the right, bit 0 (b0), bit 1 (b1), 
and so on. Symbolically, an n-bit word is denoted as

bn−1bn−2 . . . b1b0
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Bits, Bytes, and Words

The rightmost bit, b0, is the least significant bit (lsb), while the leftmost one, bn−1, is the 
most significant bit (msb).
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Bits, Bytes, and Words
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Number Systems
Numbers can be represented in different ways using 0’s and 1’s. In this section we will talk

about the most common conventions, starting with the normal binary notation, which is a
positional numerical system. Our decimal system is positional, which means that any number is
expressed by a permutation of digits and can be expanded as a weighted sum of powers of ten,
the base of the system. Each digit contributes to the sum according to its position in the string.
Thus, for example…
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Number Systems
This concept can be generalized to any base. A fixed-radix, or fixed-point positional system of

base r has r ordered digits 0, 1, 2, . . . “r−1”. Number notations are composed of permutations
of these r digits.

Base 2 : 0, 1, 10, 11, 100, 101, 110, . . . ;

Base 8 : 0, 1, 2, 3, 4, 5, 6, 7, 10, 11, . . . , 17, 20, . . . , 77, 100, 101, . . . ;

Base 12 : 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, A, B, 10, 11, . . . , BB, 100, . . . , BBB, 1000, . . . ;

To avoid unnecessary complications, the same symbols are used for the digits 0, . . . , 9 in any base
whenever are required, and letters A, B, . . . are digits with values of ten, eleven, etc. To distinguish
between different bases, the radix is placed as a subscript to the string, as in 289, 1A16.
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Number Systems
Numbers are written as a sequence of digits and a point, called radix point, which separates

the integer from the fractional part of the number to the left and right side of the point,
respectively.

Here, each subscript stands for the exponent of the weight associated to the digit in the sum.
The leftmost digit is referred to as the most significant digit (msd) and the rightmost one is the
least significant digit (lsd). If there were no fractional part in equation the radix point would be
omitted and the number would be called simply an integer. If it has no integer part, it is
customary to include a “0” as the integer part. The number denoted by the equation represents
a power series in r of the form.
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Number Systems

• Binary numbering system, base 2. For binary numbers, use suffix ‘B’ or ‘b’

• Octal numbering system, base 8. For octal numbers, use suffix ‘Q’ or ‘q’

• Hexadecimal numbering system, base 16. For hex numbers use suffix ‘H’ or ‘h’, or else prefix
0x. Numbers may not begin with a letter

• Base ten numbers have no suffix

• Hence, we write 1011B or 1011b instead of 10112, 25Q or 25q for 258, 0A5H or 0A5h or 0xA5
for A516.
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Number Systems
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Conversion Between Different Bases: Conversion from Base r to Decimal

Ex: The following cases illustrate conversions to decimals:

!! Notice that for hexadecimal conversion, all hex digits are interpreted in their decimal 
values for the sum.
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Conversion Between Different Bases: Conversion from Base r to Decimal

Ex: Let us convert 1001011.1101B to decimal using the powers as shown in the table.

Therefore, 1001011.1101B = 64 +8+2 +1+0.5+0.25+0.0625 = 75.8125
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Conversion Between Different Bases: Conversion from Decimal to Base r

Integer Conversion
One popular procedure for converting decimal integers into base r is the repeated division method.

This method is based on the division algorithm, and consists in successively dividing the number and
quotients by the target radix r until the quotient is 0. The successive remainders of the divisions are the
digits of the number in base r , starting from the least significant digit: divide the number by r and take
the remainder as a0; divide the quotient by r , and the remainder as a1, and so on. Let us illustrate with a
pair of examples.
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Ex: Convert decimal 1993 to expressions in bases 5 and 16. To convert to base 5, divide by 5. The
remainders are the digits of the number we are looking for, going from lsd to msd:

• To convert to base 5, divide by 5. The remainders are the digits of the number we are looking for, going
from lsd to msd:

Hence, 1993 = 304335

• To convert to base 16, repeat the procedure using 16 as divisor. If the remainder is greater than or
equal to 10, convert to hex equivalent digit.

The result is then 1993 = 7C916 = 7C9h.

Conversion Between Different Bases: Conversion from Decimal to Base r
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Fractional Part
Conversion of decimal fractions can be done by the repeated multiplication method: Multiplying the number

by r , the integer part of the first product becomes most significant digit a−1. Discard then the integer part and
multiply again the new fractional part by r to get the next digit a−2. The process continues until one of the
following conditions is met.

• A zero decimal fraction is obtained, yielding a finite representation in radix r; or

• A previous fractional part is again obtained, having then found the periodic representation in radix r; or

• The expression in base r has the number of digits allocated for the process.

Ex: Convert the following decimal fractions to binary, limited to 8 digits if no periodicity appears before:

(a) 0.375, (b) 0.05, (c) 0.23. (a) Let us begin with 0.375:
Therefore, since the decimal fractional part in the last product is

0.00, the equivalent expression in binary is finite, specifically,
0.375 = 0.0112 = 0.011B.

Conversion Between Different Bases: Conversion from Decimal to Base r
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(b) Converting 0.05:

The decimal fraction 0.2 in the last line has appeared before (third line), so the pattern 0011 will be periodic. 
Therefore, 0.05 = 0.0000112 = 0.0000110011 . . . B.

Conversion Between Different Bases: Conversion from Decimal to Base r
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(c) Converting 0.23:

We have reached 8 digits without finding the decimal fraction that will repeat. Within this approximation,
0.23 ≈ 0.00111010B. Predefined limit doesn’t have to be 8 digits. It can vary according to the memory limit.

Conversion Between Different Bases: Conversion from Decimal to Base r
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Mixed Numbers with Integer and Fractional Parts
In this case, the conversion is realized separately for each part. Let us consider an example.

Ex: Convert 376.937510 to base 8.

** First convert the integer part by successive divisions by 8 **

** We now convert the fractional part by successive multiplications **

which yields 3.9375 = 0.74Q. Therefore the final result is 376.9375 = 570.74Q

Conversion Between Different Bases: Conversion from Decimal to Base r
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Binary and Hexadecimal Systems
The lower the base, the more digits required to represent a number. The binary numerical system, the

“natural” one for digital systems, is quite inconvenient for people. Associate each hex digit to four binary
digits, from right to left in the integer part and from left to right in the fractional part.

(12345)10 =(11 0000 0011 1001)2 =(3039)H

(2748)10 =(1010 1011 1100)2 =(ABC)H

Ex:  Convert (a) 0x4AD.16 to binary expression, convert (b) 00011111.0101 0100 to hexadecimal expression

(a)

(b) 
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Binary and Hexadecimal Systems
There is a one to one correspondence between each hex digit and a group of four bits, a nibble.

• 1010011= 53h or 0x53

• 1101100110000010 =0xD982

Base 16 number system or hexadecimal number system has been universally adopted in the embedded
systems literature as well as in debuggers. Thus, memory addresses, register contents, and pretty much
everything else are expressed in hexadecimal integers without implying that they are a number.

Figure. Example window to see the content of the registers 
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Unsigned Binary Arithmetic Operations

Addition
• 0 + 0 = 0

• 0 + 1 =1 + 0 = 1

• 1 + 1 = 10

Ex: Add the binary equivalents of 27 and 18
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Unsigned Binary Arithmetic Operations
Ex: Add the binary equivalents of 152.75 + 236.375.
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Unsigned Binary Arithmetic Operations

Subtraction
• 0 − 0 = 1 − 1 = 0

• 1 − 0 = 1

• 0 − 1 = 1 with a borrow

When a borrow is needed, it is taken from the next more significant digit of the minuend, from which the
borrow should be subtracted. Hence, actual subtraction can be considered to be carried out using three digits:
the minuend, the subtrahend, and the borrowed digit.

Ex: Subtract 137 from 216 using binary subtraction
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Unsigned Binary Arithmetic Operations

Subtraction
Ex: Subtract 216 from 137 using binary subtraction
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Unsigned Binary Arithmetic Operations
Subtraction by Complement’s Addition

Let us consider two decimal numbers A and B with the same number of digits, say N. If necessary, left zeros
can be appended to one of them. From elementary Algebra, it follows that

A − B = [A + (10ே − B)] − 10ே

Ex: 127 − 31 = (127 + 969) − 1000 = 1096 − 1000 = 96
31 − 127 = (31 + 873) − 1000 = 904 − 1000 = −(1000 − 904) = −96
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Unsigned Binary Arithmetic Operations

Two’s Complement Concept and Application

When considering two’s complements, we need to specify the number of bits. For example, with four bits, the
two’s complement of 1010B is 10000B − 1010B = 0110B, but with 6 bits this becomes 1000000B − 1010B =
110110B. If you feel comfortable using decimal equivalents for powers of 2, these two examples can be thought
as follows: 1010B is equivalent to decimal 10.

For four bits, 2ସ = 16 so the two’s complement becomes 16 − 10 = 6 = 0110B; with 6 bits, 2଺ = 64 and the
two’s complement is 64 − 10 = 54 = 110110B.

Ex: The operations (a) 216 – 137 and (b) 137 – 216 using binary numbers and the two’s complement addition,
and interpret accordingly, expressing your result in decimal numbers. The binary equivalents for the data are
216 = 11011000B and 137 = 10001001B, respectively. For the two’s complement, since both numbers have 8
bits, consider 2଼ = 256 as the reference, so the two’s complement of 216 is 256 − 216 = 40 = 00101000B, and
that of 137 is 256 − 137 = 119 = 01110111B. With this information, we have then:
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Unsigned Binary Arithmetic Operations

Two’s Complement Concept and Application

(A) For 216 – 137:

(B) (B) For 137 – 216:

Since the answer has a carry (9 bits), the result is positive.
Dropping this carry, we have the solution to this subtraction
101001111B = 79.

Since the sum does not yield a carry (8 bits), the result is negative, with an
absolute value equal to its two’s complement. 10110001B = 177, and the
two’s complement is 256 − 177 = 79. Therefore, the solution is −79, as
expected
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Unsigned Binary Arithmetic Operations

Calculating two’s Complements
The operand’s binary two’s complement was calculated in the previous example through the interpretation of

the algorithm itself. Two common methods to find the two’s complement of a number expressed in binary form
are mentioned next. The first one is practical for hardware realization and the second one is easy for fast hand
conversion.

• Invert-plus-sum: Invert all bits (0–1 and vice versa) and add arithmetically 1.

• Right-to-left-scan: Invert only all the bits to the left of the rightmost ‘1’.

To illustrate with an example, assume that the six least significant bits of the original number are a 1 followed
by five zeros, *****100000. After inverting the bits, all the bits to the right of the original rightmost 1
(now0)will be 1’s, and all those to the left will be inverted of the original bits, that is, after inversion we have
xxxxxxx011111.... When we add 1, we will get xxxxxxx100000...., where the ’x’ are the inverted bits of original
number.
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Two’s Complement Signed Integers Representation:
Sign bit: If the most significant bit is 0, the number is non-negative, if it is 1 the number is negative. The most
significant bit is called sign bit.

Range of the total set of 2௡ words, one half correspond to negative number representations. With n bits, the 
interval of integers is between െ2௡ିଵ and 2௡ିଵ െ 1.

Backward compatibility: Addition and subtraction follow the same rules as in the unsigned case.

On the other hand, 1000 represents − 2ଷ = −8. Notice that 0000 and 1000 are, respectively, two’s
complements of themselves.
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Two’s Complement Signed Integers Representation:
Ex: What is the decimal representation of signed 10110111?

Let’s call 10110111=x

11111111

10110111=x

01001000

1

01001001=-x 73=-x x=-73

1’s complement 2’ s complement

64+8+1=73
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Two’s Complement Signed Integers Representation:
Ex: Find the signed decimal integer represented by the 12-bit word FD7h.

FD7h=111111010111

111111111111

111111010111

000000101000

1

000000101001=-x 41=-x x=-41

1’s complement 2’ s complement

32+8+1=41
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Two’s Complement Signed Integers Representation:
Ex: Find the two’s complement representation for −104 with 16 bits and express it in hex notation.

104= 64+32+8= 0000000001101000

1111111111111111

0000000001101000(104)

1111111110010111

1

1111111110011000(-104) -104=FF98h

1’s complement 2’ s complement

F F 9 8
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Two’s Complement Signed Integers Representation:
Arithmetic Operations with Signed Numbers and Overflow

When adding and subtracting signed number representations, a carry or borrow may appear. This one is
discarded if we are to keep the fixed length representation. Overflow will occur, however, if in this fixed length
the result is nonsense. In particular;

• Addition of two numbers of the same sign should yield a result with the same sign;

• a positive number minus a negative number should yield a positive result and

• a negative number minus a positive number should yield a negative result.

When the results do not comply with any of these conditions, there is an overflow.

More explicitly:

Overflow occurs if (a) addition of two numbers of the same sign yields a number of opposite sign or (b)
subtraction involving different signed numbers yields a difference with the sign of the subtrahend.
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Two’s Complement Signed Integers Representation:
Ex: (a) Check the validity of the following operations for signed numbers using two’s complement convention
with four bits: 3 + 2, 4 + (−4), (−6) + 7, (−3)+(−5), 6−2, 4−4, (−2)−(−8), 3−(−4).

All the following operations yield valid results discarding any carry or borrow when present. For example,
3 − (−4) in binary yields 10111, but only 0111 is considered yielding +7, as expected. Notice that (+4) + (−4) and
4−4 both yield 0 when only four bits are taken, but the former yields a carry.
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Two’s Complement Signed Integers Representation:
Ex: (b) Verify overflow in the following cases: 3 + 5, (−5) + (−8), 4 − (−6), (−6) − (+3).

Overflow now occurs when the result of operation falls outside the range covered by the set of strings and
is mainly shown by a result with a sign bit different from what was expected. Since 4-bit words cover from
−2ଷ = −8 to 2ଷ − 1 = 7, the operations 3 + 5 = 8, (−5) + (−8) = (−13) and 4 − (−6) = 10 do not make sense in this
set. Let us look at the results in binary form interpreted from the standpoint of the two’s complement
convention:

0100 (4) 1010 (-6)

1010 (-6) 0011 (3)

11010 (-6) 0111 (7)

We see in the first case an addition of two numbers with leading bit 0 (non negative) yielding a number with a
sign bit 1. In the second case, two negative numbers add up to a positive result. In the third case, we subtract a
negative number from a positive one, but the result is negative instead of positive. All these cases are deduced
after analyzing the sign bits of the operands and results.


